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 A B S T R A C T

Achieving ultra low-power consumption is essential for embedded systems deployed in harsh environments, 
such as space and deep sea locations, where energy resources are scarce and physical accessibility is limited. 
Typically, these systems employ ultra low-power microcontrollers that operate on narrow data widths of 8 or 
16 bits at the microarchitecture level. If software developers do not carefully consider the data widths during 
programming, the resulting programs may be suboptimally optimized for these ultra low-power systems. To 
address this issue and enable more efficient low-power computing, this work proposes a novel optimizing 
compiler that supports bit-level analyses and transformations. The proposed compiler analyzes how each 
individual bit of a data item is utilized within a program to determine its optimal width. Consequently, the 
proposed compiler reduces unnecessary data movements and computational overhead on ultra low-power 
processors. This work implements the prototype compiler on top of the LLVM compiler framework and 
evaluates the performance impact of the optimized embedded applications with a processor simulator.
1. Introduction

Ultra low-power embedded systems are critical for applications 
that operate in remote or inaccessible environments where energy 
availability is highly constrained [1], such as deep-sea sensor networks, 
satellite system in space, environment monitoring systems, and wildlife 
trackers. These systems typically rely on small battery or limited energy 
harvesting, which makes energy efficiency not just a performance 
concern but a fundamental requirement for long-term deployment and 
maintenance cost reduction [2]. To meet such constraints, those sys-
tems generally adopt ultra low-power microcontrollers that can operate 
at the microwatts level [3,4].

Ultra low-power processors often utilize narrow data paths, 8-bit 
or 16-bit widths [5,6], rather than the more common 32-bit or 64-bit 
widths used in general-purpose processors. Using a narrower data path 
helps reduce switching activity, shortens critical paths, and limits mem-
ory access overhead, resulting in significant energy savings. However, 
when programs are written in high-level languages like C, they often 
rely on standard data types (e.g., int) assuming wider data widths. As 
a result, the compiled binaries may include unnecessary computations, 
type promotions, and memory accesses.

Manually tuning the data widths can alleviate these inefficiencies, 
but it is labor-intensive, error-prone, and not scalable for frequently 
changing applications. Then, automatic compiler optimizations can 
provide a more scalable and convenient solution by automatically 
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transforming code to better exploit hardware characteristics. Tradi-
tional compiler optimizations, however, typically operate at the level 
of bytes or words and lack the granularity needed to take advantage 
of narrow data paths. These coarse-grained analyses may overlook 
optimization opportunities that exist when only a subset of bits within a 
variable are actually needed or used. In ultra low-power systems, such 
missed opportunities can accumulate into a nontrivial power budget 
overhead.

To address the limitation, this work proposes a novel optimizing 
compiler that analyzes data usage at the level of bits. The proposed 
compiler performs a static analysis, called bit usage analysis, to identify 
the usage of each bit of a data value by analyzing bit-level instructions 
(e.g., shift and bitwise and) if possible. Based on the bit usage 
analysis, the compiler determines the minimum required data width 
and transforms the code accordingly. The transformation can eliminate 
unnecessary data movements and bit extensions when only a smaller-
width computation is sufficient. In the way, the compiler can enhance 
both performance and resource efficiency of embedded applications, in 
which bit-level instructions are frequently used.

Fig.  1 illustrates an example of the proposed bit-level compiler 
optimization assuming 8-bit AVR architecture. In the example, the 
upper 10 bits of the 16-bit data item x are masked by the bitwise and
operation, and then the upper bits are not used afterward. However, 
the processor would load all the 16 bits because it is not aware of 
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Fig. 1. An example of the proposed bit-level compiler optimization. The example assumes that the target system is based on an AVR architecture, which uses 
8-bit word size and the data size of x is 16 bits.
Fig. 2. Overview of the proposed optimizing compiler.

its bit-level usage. It leads to unnecessary data movements and bit-
level operations, consuming additional clock cycles. To reduce the 
undesirable overhead, the compiler statically analyzes the bit usage of 
data items and adjusts the data width in the IR level. Then, instead of 
loading the entire bits, it optimizes the source code to load only the 
lower 8-bits (see Fig.  2).

This work implements the prototype optimizing compiler on top of 
the LLVM compiler framework for compatibility with existing devel-
opment toolchains. This work evaluates the proposed compiler using 
a processor simulator that models 8-bit AVR architecture. With the 
simulator, this work uses the MiBench benchmark suite [7], which 
include typical embedded workloads, compiling its benchmarks with 
and without the proposed optimizations. The evaluation results show 
that the compiler can statically analyze the bit usage of data items and 
optimize the data width of data items.

Through the evaluation results, this work demonstrates that bit-level 
compiler optimizations can improve the alignment between software 
behavior and hardware capabilities for ultra low-power embedded 
systems. By bridging the gap between high-level programming ab-
stractions and low-level hardware efficiency, this work contributes a 
practical and scalable approach to optimizing embedded software at 
compile time without runtime overhead.

The contributions of this work are:

• This work presents a novel optimizing compiler for ultra low-
power embedded system, which provide bit-level static analysis 
and transformation.

• This work conducts a comprehensive use case analysis of the 
proposed compiler optimization method with existing embedded 
benchmark suites.

• This work implements the proposed method on top of the LLVM 
compiler infrastructure and evaluation of the method with a 
processor simulation.
2 
2. Background & Motivation

See Fig.  3.

2.1. Ultra low-power embedded systems

Ultra low-power embedded systems are designed to operate with 
minimal energy consumption, making them ideal for battery-powered 
and energy-harvesting applications such as wearable devices, remote 
sensors, and medical implants. These systems typically employ ultra 
low-power microcontrollers like AVR architecture illustrated in Fig.  3, 
which integrates essential components including arithmetic logic units, 
general-purpose registers, timers, and communication interfaces within 
a compact, power-efficient design. They provide key features like sleep 
modes, watchdog timers, and minimal clock usage to minimize power 
consumption during idle periods, ensuring longer operational lifetimes 
on limited power sources.

These ultra-low power embedded systems often use narrow data 
widths, such as 8-bit or 16-bit data paths, to reduce both dynamic 
and static power consumption. For example, in the figure, the data bus 
of the architecture operates on 8-bit data as it is sufficient for many 
control-oriented tasks while significantly lowering switching activity 
and silicon area. Narrow data widths simplify circuit complexity, re-
duce memory footprint, and allow for more aggressive voltage scaling, 
which can contribute to extended battery life in resource- and energy- 
constrained environments.

Although ultra-low power embedded systems may use narrow data 
paths like 8 or 16 bits, they often need to handle larger data types 
commonly used in general-purpose programming languages, such as 
32-bit or 64-bit integers and floating-point values. In these cases, the 
system emulates wider data operations by performing multiple sequen-
tial operations on narrower data chunks. For example, a 32-bit addition 
might be implemented as a sequence of four 8-bit additions with carry 
propagation between them. Therefore, the selection of data widths in a 
high-level program can affect the overall performance of the program, 
resulting in a different number of instructions.

2.2. Applications for embedded systems

Embedded applications are software designed to perform dedicated 
functions within an embedded system, often under strict resource con-
straints such as limited memory, processing power, and energy con-
sumption. These applications are typically developed for real-time re-
sponsiveness, reliability, and efficiency, tightly coupled with the hard-
ware they operate on. As embedded applications are directly pro-
grammed into target embedded systems, it is important to optimize 
them considering low-level hardware features.

One high-level characteristic of embedded applications is that bit-
level operations are widely used in the applications due to their compu-
tational efficiency and direct hardware relevance. Bit-level operations 
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Fig. 3. The example architecture of an ultra lower-power embedded system with narrow data width.
Fig. 4. The example code of an embedded application called gsm from the MiBench benchmark suite. In the example, the data type word is a 16-bit data type.
such as bitwise and, bitwise or, and shift allow manipulating 
individual bits of data, which is essential for tasks like setting or 
clearing flags, configuring hardware registers, and handling I/O at the 
bit level. These operations are computationally inexpensive and fast, 
making them ideal for optimizing performance in resource-constrained 
environments.

However, not all bits in every data are always fully utilized because 
it is common to pack multiple small fields into bytes to save space. Fig. 
4 shows a code snippet from an example embedded application called
gsm that performs speech compression. The gsm_encode function 
encodes speech parameters into a byte stream. Each parameter occupies 
a specific number of bits, and bitwise operations are used to combine 
them compactly. For example, (LARc[0] » 2) & 0xF extracts only 
4 bits of the value to store in a byte. The packing process may leave 
certain bits unused or reserved for alignment or future use. This implies 
that it may not be necessary to load all the bits at a certain time.

2.3. LLVM compiler infrastructure

LLVM [8] is a modular, reusable compiler infrastructure designed 
to support the development of modern programming languages and 
sophisticated code transformations. It provides a set of libraries and 
3 
tools that enable source code to be compiled into an intermediate rep-
resentation (IR), which can then be analyzed, optimized, and translated 
into machine code for various architectures. Thanks to its language-
agnostic design, LLVM is used as the backend for compilers like Clang 
(for C/C++), and it is widely adopted in academia, industry, and 
embedded toolchains.

The pass infrastructure of LLVM is a core framework that allows 
developers to implement modular analysis and transformation algo-
rithms for code optimization, known as passes. Fig.  5 briefly illustrate 
the concept of the pass infrastructure. Passes can perform a variety of 
optimizations on the LLVM IR, such as dead code elimination, constant 
propagation, loop unrolling, or custom static analysis. The pass infras-
tructure enables fine-grained control over program optimization and 
facilitates the implementation of custom compiler extensions.

3. Compiler design

This work presents a novel compiler for analyzing and optimizing 
the bit-level data usage of source program. The compiler conducts a 
static analysis of how each bit of data is used in the program. Based 
on the analysis results, the compiler transforms the program to use the 
optimal data width and remove unnecessary conversion operations.
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Fig. 5. Concept of LLVM pass infrastructure. The source program is optimized through LLVM passes in the IR level.
3.1. Bit usage analysis

The compiler examines if each bit of a value is used or not. For 
the analysis, the compiler identifies source and sink instructions in a 
function.

• A source instruction becomes the source of a data value. It may 
load a value from the memory or allocate a memory space to store 
a value. For example, in LLVM IR, load and alloca (which 
allocates memory on the stack frame) can be source instructions.

• A sink instruction becomes the sink of a data value, at which the 
data value is finally used. It may return no value or may use a 
value for comparison. For example, in LLVM IR, store and icmp
can be sink instructions.

The compiler tracks the bit usage of each value along the paths from 
its source instruction to sink instructions. From each source instruction, 
the compiler follows the def-use (definition and usage) chains until it 
reaches the sink instructions. Then, starting from the sink instructions, 
the compiler updates the bit usage of each data value until it reaches 
back to the source instruction.

Note that the compiler targets only instructions with the integer 
types (e.g., 𝑖16, 𝑖32 in LLVM IR). In general, bit masking operations 
are applied to integer values, rather than to floating-point values. 
Moreover, low-power embedded systems often lack floating-point units 
in hardware and therefore tend to avoid floating-point computations 
due to computational overhead. As a result, the bit-level usage of 
floating-point values is rarely analyzable or unnecessary for low-power 
embedded applications.

The compiler can statically determine the bit usage of a data value 
for specific bit-level operations.

• Masking: A bitwise and operation with a constant can mask 
partial bits of a data value. For example, with x & 0x7F, the 
compiler can infer only the lower 7 bits of x is used if the 
instruction is the only user of x.

• Shift: A shift operation may drop upper or lower bits of a data 
value. For example, with x » 16, the compiler can infer the lower 
16 bits of x is dropped by the instruction.

Algorithm. Algorithm 1 describes the overall algorithm of the bit usage 
analysis for a given instruction 𝐼 . The compiler stores the analysis result 
in the bit usage map 𝑀 , of which key becomes an instruction and 
value becomes a bit mask that indicates if each bit of the result is used 
or not. Note that the compiler applies the algorithm to each source 
instruction in the target function. The algorithm begins by checking 
if the instruction has already been analyzed or the instruction is a sink 
instruction. If so, it immediately returns because it is unnecessary to 
perform the analysis. If not, it initializes the bit usage value 𝑏 and 
obtains the data width 𝑤 of 𝐼 .

For each instruction 𝑈 that uses the result of 𝐼 (i.e., the value of 𝐼), 
it updates 𝑏 based on the instruction type of 𝑈 . If 𝑈 is a zext (zero 
extension), sext (sign extension), or trunc (truncation) instruction, 
which is used to change the data type and the data width accordingly, it 
recursively computes the bit usage of the user. Then, the bit usage of the 
user is directly combined with the bitwise or operation regarding the 
current data width using bit masking. As extension or truncation does 
4 
Algorithm 1: Bit Usage Analysis
Input: Target instruction 𝐼
Output: Bit usage map 𝑀

1 if 𝐼 is already in 𝑀 or a sink instruction then
2 return
3 end 
4 if 𝐼 is not an integer type then
5 return
6 end 
7 𝑏 ← 0
8 𝑤 ← the data width of 𝐼
9 for every user 𝑈 of the instruction 𝐼 do
10 if 𝑈 is a zext, sext, or trunc instruction then
11 𝑏𝑢 ← Get the bit usage of 𝑈
12 𝑏 ← 𝑏 | 𝑏𝑢 & {(1 ≪ 𝑤) − 1}
13 else if 𝑈 is a bitwise instruction then
14 𝑜1 ← the first operand of 𝑈
15 𝑜2 ← the second operand of 𝑈
16 𝑏𝑢 ← Get the bit usage of 𝑈
17 if 𝑈 is an and instruction ∧ 𝑜2 is a constant then
18 𝑏 ← 𝑏 | (𝑏𝑢 & 𝑜2)
19 else
20 𝑏 ← 𝑏 | 𝑏𝑢
21 end 
22 else if 𝑈 is a constant shift instruction then
23 𝑏𝑢 ← Get the bit usage of 𝑈
24 𝑏𝑢 ← Shift the bit usage 𝑏𝑢 according to 𝑈
25 𝑏 ← 𝑏 | 𝑏𝑢
26 else
27 𝑏 ← 𝑏 | {(1 ≪ 𝑤) − 1)}
28 end 
29 end 
30 𝑀[𝐼] ← 𝑏

not change the bit usage of the value but the data width, the compiler 
keeps the result as it is.

If 𝑈 is a bitwise instruction, it first checks if the first operand is 
a bitwise and instruction and the second operand is a constant. If so, 
the algorithm applies a bitwise and with the constant to narrow down 
the bit usage. If a bitwise and operation is applied with the constant, 
it implies a masking operation that may zero out some bits. Then, the 
compiler marks the bits by applying the same mask to the bit usage of 
the user 𝑏𝑢. Otherwise, it combines its usage.

If 𝑈 is a constant shift operation, the bit usage is adjusted (shifted) 
accordingly before being combined. If the user is a shift left instruction, 
the bit usage of the user has to be shifted to the right with the same 
amount. For example, if the user is a shift left instruction with the shift 
amount of 2 and the bit usage of the user is 110000002, the compiler 
will compute the shifted bit usage as 001100002. Note that the compiler 
applies the logical shift right operation, as the bits truncated by the 
shift left operation cannot be used afterward.
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Fig. 6. An example of bit-level analysis and transformation for a sample IR snippet generated from the gsm benchmark.
If none of these special cases apply, it assumes all bits are used and 
sets 𝑏 accordingly. Then, the compiler stops following the def-use chain 
for the bit usage analysis because it reaches the sink instruction.
Example. Fig.  6 illustrates an example of how the bit usage analysis 
algorithm works on a sequence of LLVM IR instructions. The analysis 
analyzes the bit usage of source instructions from the sink instructions 
backwards through the instruction dependencies. In the example, the 
value %27 is a truncated 8-bit value derived from %26. As the value
%27 is 8 bits wide, the 32-bit bit usage of %26 is masked with 8 bits 
only. As %26 is the result of the bitwise or instruction, the bit usage 
of %26 must be preserved for the bit usage of %25. Thus, %25 has the 
same bit usage with %26.

Next, %25 is the result of the bitwise and instruction between %24
and the constant 15 (which is 00001111 in binary). According to the 
algorithm, the compiler masks the bit usage of %24 to only the lower 
4 bits, meaning only bits 0 to 3 of %24 are actually needed. %24 is the 
result of an arithmetic right shift with %23 by 2. Then, the compilers 
determines that bits 2 to 5 of %23 are required because the lower 2 
bits are dropped by the shift right operation. Next, %23 is the result of 
a sign extension with %22, which means the relevant bits in %23 come 
directly from %22. Since bits 2 to 5 of %23 are needed, those same bits 
must be marked as used in %22, which is a 16-bit loaded value. Thus, 
the bit usage map for %22 ends up marking bits 2 through 5 as used.

Overall, the example demonstrates how the compiler identifies the 
bit usage of each value that are necessary for producing the final result. 
The compiler uses the results of the bit usage analysis (i.e., bit usage 
map) for transformations, to optimize the source program targeting 
ultra low-power systems that use narrow data paths.

3.2. Data width optimization

As one of the bit-level optimizations, the compiler adjusts the data 
width of each value based on the bit usage analysis. If only part of 
bits are used, it is unnecessary to load or allocate the entire bits. 
For example, if only the lower 8 bits of a 32-bit value are used, the 
program may load only one byte of the data instead of loading the 
entire four bytes. The compiler optimizes the data widths of values 
when applicable.

The data width optimization can enhance the performance of the 
source program in various aspects. First, since ultra low-power micro-
controllers may use the word size smaller than 32 bits, the optimization 
will decrease instruction count by eliminating redundant operations for 
wide data widths. Second, the optimization will help better utilize the 
memory bus by removing unnecessary memory accesses.
Algorithm. Algorithm 2 briefly describes the data width optimization. 
Given a target instruction 𝐼 and a bit usage map 𝑀 , the compiler first 
checks if 𝐼 is included in 𝑀 . If not, no optimization is performed as 
5 
Algorithm 2: Data Width Optimization
Input: Target instruction 𝐼

 Bit usage map 𝑀
1 if 𝐼 is not in 𝑀 then
2 return
3 end 
4 𝑏 ← 𝑀[𝐼]
5 if 𝐼 is a source instruction then
6 𝐼∗ ← Generate a new instruction with a narrow width 

based on 𝑏
7 Replace 𝐼 with 𝐼∗
8 else if 𝐼 is a binary instruction then
9 𝑜1 ← the first operand of 𝐼
10 𝑜2 ← the second operand of 𝐼
11 if the data widths of 𝑜1 and 𝑜2 differ then
12 Insert a zext instruction for the value with a narrower 

width
13 end 
14 if the data width of 𝐼 differs from 𝑜1 and 𝑜2 then
15 𝐼∗ ← Generate a new instruction with a narrow width 

based on 𝑏
16 Replace 𝐼 with 𝐼∗
17 end 
18 end 
19 if the data width of 𝐼 is changed then
20 for every user 𝑈 of the instruction 𝐼 do
21 Apply the data width optimization for 𝑈
22 end 
23 end 

it means that the compiler cannot analyze its bit usage statically. If 
𝐼 is present in the bit usage map, the compiler retrieves its bit usage 
information 𝑏 from 𝑀[𝐼]. If 𝐼 is a source instruction, it generates a 
narrower version of the instruction that preserves only the required 
bytes indicated by the most significant bit in 𝑏, and replaces 𝐼 with 
the new instruction 𝐼∗.

If 𝐼 is a binary instruction, the algorithm first compares the data 
widths of its two operands. If they differ, it inserts appropriate zero-
extension instructions to align operand widths. Otherwise, it replaces 
the original instruction with a narrower equivalent derived from 𝑏. 
After optimizing 𝐼 , the algorithm recursively applies the same trans-
formation to all user instructions of 𝐼 , propagating the data width 
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Algorithm 3: Conversion Operation Optimization
Input: Target function 𝐹

 Bit usage map 𝑀
1 for every instruction 𝐼 in 𝐹  do
2 if 𝐼 is neither an ext nor a trunc instruction then
3 continue
4 end 
5 𝑜 ← the operand of the instruction
6 if the source and target data types of 𝐼 are the same then
7 Replace all usages of 𝐼 with 𝑜
8 Erase 𝐼 from 𝐹
9 end 
10 else if 𝐼 is an ext instruction ∧ 𝐼 has one user then
11 𝑈 ← the user of the instruction
12 if 𝑈 is a trunc instruction then
13 if the source type of 𝐼 is equal to the target type of 𝑈

then
14 Replace all usages of 𝑈 with 𝑜
15 Erase 𝐼 and 𝑈 from 𝐹
16 end 
17 end 
18 end 
19 end 

optimization throughout the program. This optimization enables com-
pilers to cut back unnecessary bit widths, improving memory efficiency 
and reducing computation cost.

Example. Fig.  6 shows how the compiler optimizes the data width 
of each instruction. As only the bits 2 through 5 of %22 are used, the 
compiler replaces the load instruction with the narrower type of 8-bit 
integer. Then, the following instructions are updated accordingly. As 
the data type of %27 is not changed, the compiler stops the transfor-
mation at %27. Note that the compiler will move on to the next source 
instruction afterward.

3.3. Conversion operation optimization

After applying the data width optimization, the compiler tries to 
remove unnecessary bit-level operations, extension or truncation. As 
the compiler adjusts the data widths of bit-level instructions and inserts 
zero extension instructions to match the data widths, there might 
be unnecessary extensions or truncations in the source program. For 
example, in Fig.  6, the sign extension and truncation instructions are 
no longer needed. Therefore, the compiler identifies and eliminates 
unnecessary instructions to save more clock cycles for the execution.
Algorithm. Algorithm 3 briefly describes the data width optimization. 
The algorithm iterates over each instruction 𝐼 in a given function 𝐹 , 
checking whether 𝐼 is a zext instruction. If so, it first ensures that 𝐼 has 
only a single user. If it has multiple users, the optimization is skipped 
to preserve correctness. If there is only one user 𝑈 , and 𝑈 is a trunc 
instruction, the algorithm further checks whether the source type of 
the zext instruction matches the target type of the trunc instruction. 
When these conditions are satisfied, the intermediate zext and trunc 
operations form a redundant type conversion that can be eliminated. 
The algorithm replaces all uses of U with the original operand o of the 
zext, then removes both I and U from the function.

4. Use cases

This work explores two additional use cases of the proposed com-
piler optimization, where bit-level analysis can be beneficial, to demon-
strate its practical usefulness and broader applicability.
6 
4.1. Efficient fault-tolerant computing

Reliability is a critical requirement for embedded systems, particu-
larly when the systems operate in harsh environments where transient 
faults frequently occur [9]. For example, on-board computers in a 
satellite often encounter soft errors, such as single-event upsets (SEUs), 
flipping a single bit of data in a storage, due to strong cosmic radiation. 
Although soft errors do not cause permanent physical damage, their 
impact on data integrity can disrupt system functionality, potentially 
leading to incorrect computations or system failures.

Typically, fault-tolerant computing systems rely upon hardware-
level solutions due to the considerable runtime overhead of software-
level solutions. Fault-tolerant hardware components, such as fault-
tolerant processors and memories, are designed to detect and correct 
soft errors autonomously, ensuring data integrity and system reliability 
without software modifications.

However, fault-tolerant processors might suffer from unnecessary 
error detection and correction as they are not aware of the high-level 
data usage. As error detection and correction are typically done when 
data is loaded, if soft errors are detected in unused bits, the processor 
would try to correct the error in the bits, flushing the cache line 
and executing the instruction again as illustrated in Fig.  7. Then, the 
processor consumes extra cycles for error correction even though it is 
not necessary.

The proposed bit-level optimization can alleviate those unnecessary 
overheads by loading the bits that are actually used. Then, the error 
detection and correction will be performed on the data that are actually 
used in the program. Here, note that the processor must support narrow 
data manipulation (error detection and correction) to obtain actual 
performance gains. With the hardware support, the optimizing compiler 
can provide more efficient fault-tolerant computing.

4.2. Bit-banding optimization

Another compelling application of the bit usage analysis is bit-
banding optimization, a hardware feature supported by ARM Cortex-M 
processors (e.g., ARM Cortex-M4). Bit-banding enables direct, atomic 
accesses to individual bits in memory by mapping each bit to a ded-
icated alias address. When the bit usage analysis reveals that only a 
single bit of a memory-mapped variable is read or written (e.g., through 
bitwise operations with constants), standard memory operations that 
involve load–modify–store sequences can be replaced with bit-band 
accesses. This transformation may reduce memory traffic, improve 
atomicity, and lower instruction count.

For example, if only a single bit of a static variable is used in a 
function, the compiler may place the variable in the bit-band region 
(e.g., .bitband_sram) and transform the corresponding operations 
into bit-band memory accesses. Fig.  8 illustrates a more concrete opti-
mization in a high-level representation for clarity. In the example, the
check_flag function reads the Nth bit of the static variable flag. 
Without the bit banding, it may load the flag value and apply shift 
and masking operations to check the specific bit. On the other hand, 
with bit-banding optimization, it can check the bit with a single load 
instruction from the corresponding bit-band alias address.

5. Evaluation

5.1. Experimental setup

This work implements the proposed optimizing compiler on top of 
the LLVM compiler infrastructure (Version: 18.1.0rc). With the LLVM 
pass framework, this work develops three analysis and transformation 
passes: BitUsageAnalysis, DataWidthOpt, and ConvOpOpt. 
The optimization passes can be applied using the opt tool of LLVM. 
This work applies the optimization passes to six benchmarks, bit-
count, dijkstra, sha, adpcm, gsm, and crc32, from the MiBench 
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Fig. 7. An example of an unnecessary error correction on a fault-tolerant processor. Even though soft error occurs in the unused bit, the fault-tolerant processor 
would correct the soft error unnecessarily.
Fig. 8. High-level representation of a bit-banding optimization for an example code. Here, N is a constant integer and BITBAND indicates a macro that computes 
the bit-band alias address.
Table 1
The percentages of the IR instructions that have partial bit usage and the total number of AVR instructions and 
the number of AVR memory access instructions in each executable binary. Note that adpcm includes separate 
binaries for encryption and decryption.
 Benchmark bitcount dijkstra sha adpcm enc/dec gsm enc crc32 
 Partial bit usage 12.1% 0.0% 4.93% 5.76% 17.6% 0.0%  
 Original Total 1663 1642 2146 1276/1276 13,851 211  
 Memory 258 333 529 216/215 2547 22  
 Optimized Total 1660 1642 2146 1435/1435 13,298 211  
 Memory 258 333 529 242/241 2520 22  
 Difference Total 0.18% 0.0% 0.0% −12.5%/−12.5% 3.99% 0.0%  
 Memory 0.0% 0.0% 0.0% −12.0%/−12.1% 1.06% 0.0%  
suite [7]. This work uses the -O2 optimization flag to generate the 
IR code and binary of each benchmark. The other benchmarks are 
excluded for evaluation as they are unfortunately too large for AVR-
based systems, which have a small register file and limited program 
storage. This work verifies the correctness of the implementation using 
the sample inputs given by the benchmark suite. With the benchmarks, 
this work evaluates the compiler optimization both statically and 
dynamically. For static evaluation, this work measures the number of 
IR instructions in each executable binary whose bit usage is analyz-
able and optimizable using the proposed compiler. In addition, this 
work counts the number of AVR instructions to quantify how much 
the compiler can reduce the number of instructions; also evaluating 
the compilation overhead of the proposed optimization to show its 
feasibility, measured on a desktop with an Intel Core i7-13700F CPU 
and 32 GB memory.

For dynamic evaluation, this work builds a simulation environment 
based on QEMU, targeting an AVR-based MCU (ATmega2560). With 
the emulator, this work accurately measures the number of instructions 
actually executed at run-time (via dynamic binary instrumentation) and 
compares the results with the original and optimized benchmarks. In 
7 
addition, this work measures the execution time of the commercial AVR 
MCU board, Arduino Mega 2560, which uses the same ATmega2560 
chip used in the emulator.

5.2. Results

Instruction Count: This work first reports the number of instructions 
for each benchmark, counted at compile time. Table  1 presents the 
percentage of (analyzable) IR instructions with partial bit usage and the 
total number of AVR instructions in each compiled binary, both before 
and after applying the proposed optimization. The results show that the
bitcount, adpcm, sha, and gsm benchmarks contain IR instructions 
with partial bit usage, with gsm reaching up to 17.6%.

While the proposed compiler reduces the total instruction count 
for benchmarks such as bitcount and gsm, the instruction count of
adpcm increases after optimization. It is because the proposed opti-
mizations enable other compiler optimizations such as loop unrolling 
in the case of adpcm. Such optimizations may increase the static 
instruction count but can improve run-time performance, as reflected 
in the dynamic instruction count.
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Table 2
The total number of instructions and the number of memory access instructions 
executed at run-time with the AVR processor emulator.
 Benchmark bitcount adpcm enc adpcm dec gsm enc  
 Original Total 12,898,386 323,439 877,826 7,011,975 
 Memory 195,677 29,266 45,699 595,278  
 Optimized Total 12,717,413 306,026 734,143 7,009,047 
 Memory 195,677 29,272 45,699 594,382  
 Difference Total −1.42% −5.69% −19.6% −0.04%  
 Memory 0% 0.02% 0% −0.15%  

Table 3
The execution time of the original and optimized executable binaries of each 
benchmark on the commercial AVR board.
 Benchmark bitcount adpcm enc adpcm dec gsm enc  
 Original 902,288 μs 22,936 μs 61,504 μs 2,269,296 μs 
 Optimized 890,908 μs 21,968 μs 53,512 μs 2,268,464 μs 
 Difference −1.28% −4.41% −14.9% −0.04%  

In addition, the sha benchmark shows no difference in static in-
struction count despite the presence of partial bit usage, as the compiler 
fails to find sequences of optimizable instructions. For instance, reduc-
ing the data width of a single load instruction may not be beneficial if 
it requires additional extension instructions to match the data widths 
with its users. These results indicate that the bit usage analysis and 
transformation are effective, particularly when consecutive instructions 
exhibit partial bit usage.

Furthermore, although the proposed compiler mainly targets mem-
ory instructions, many memory instructions are eliminated during back-
end compilation. As the proposed compiler optimizes other instruc-
tions associated with the memory instructions, it can still achieve 
performance improvements exploiting partial bit usage.

Table  2 shows the number of instructions executed during the run-
time of each application. The benchmarks bitcount, adpcm enc,
adpcm dec, and gsm achieve reductions in the number of dynami-
cally executed instructions on the simulated AVR processor. The other 
benchmarks exhibit no change in static instruction count, and thus 
are omitted from the table. Interestingly, although the adpcm bench-
mark shows the largest increase in static memory instruction count, it 
achieves the greatest run-time improvement, with reductions of 5.69% 
and 19.6% in dynamic instruction count.

These results confirm that the proposed bit-level optimizations can 
successfully decrease dynamic execution cost, particularly when the 
data width of memory accesses can be optimized. In contrast, bench-
marks like dijkstra, sha, and crc32, which exhibit limited bit-
level optimization opportunities at compile time, show no measurable 
impact at run-time. This correlation reinforces the effectiveness of the 
proposed bit usage analysis in identifying and optimizing instructions 
that can benefit from data width reduction.
Execution Time: This work also measures the actual execution time 
of each benchmark on a commercial AVR-based board. Table  3 sum-
marizes the execution time of each benchmark in microseconds. The 
observed trends are consistent with the simulation results: the adpcm 
dec benchmark shows the greatest reduction in execution time, while 
the gsm enc benchmark shows the smallest.
Compilation Overhead: This work evaluates the compilation overhead 
of the proposed optimizations by comparing the compilation times of 
the original and optimized executable binaries. Fig.  9 shows the total 
compilation time of each benchmark, with and without optimizations. 
On average, the proposed optimizations incur only an 8.8% overhead 
compared to the original compilation time. For the largest benchmark,
gsm enc, the entire optimization process takes only 250 ms. These re-
sults demonstrate that the proposed bit-level optimizations are practical 
and introduce small compilation overhead.
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6. Related work

6.1. Compilers for low-power embedded systems

Compilers for low-power embedded systems have been studied in 
various ways, including hardware-aware optimizations and memory 
management.

Some work focuses on selecting the best compiler flags or opti-
mizations for target embedded systems. Kyriakos et al. [10] show 
that skipping certain standard optimizations can improve both per-
formance and energy efficiency on ARM Cortex-M4 systems. Sachan 
and Ghoshal [11] use machine learning to select compiler flags based 
on power profiles, achieving over 18% energy savings. Ni et al. [12] 
apply genetic algorithms to optimize compiler flags on Raspberry Pi 
4, improving performance by 19% on average. Peker and Ozturk [13] 
propose a fast method to find optimal compiler settings in under 
100 ms.

Koutsoumpas et al. [14] proposes a constrained-based compiler 
for energy harvesting applications, which considers energy availability 
during compilation to optimize the energy efficiency of software code 
running on small computing devices. The proposed compiler identifies 
computations that may be performed ahead of time and optimizes the 
precomputation policy to match the intermittent power supply while 
satisfying system requirements.

Manjunath and Baunach [15] propose a novel static analysis frame-
work that enables performance analysis and verification of manually 
implemented low-level RTOS code against internal hardware effects. 
The proposed framework is built on top of an existing WCET static 
analysis tool called OTAWA to analyze the compiled low-level code and 
extract intermediate results of the WCET analysis.

For embedded systems, memory optimizations have also been con-
sidered important. Zhang et al. [16] propose tunable cache configura-
tions, while Lee and Kim [17] minimizes write buffer activity to reduce 
power consumption. CLAP [18] improves DRAM prefetching efficiency, 
and Macho [19] ensures cache reliability near threshold voltage. Rouf 
and Kim [20] use pipeline redundancy for control-flow protection.

For specific target workloads, such as artificial intelligence and sen-
sor data processing, Petruccelli [21] proposes to replace multiply-and-
accumulate operations with shift-add, improving energy use by 31%. 
Mu et al. [22] use domain-specific languages to describe the bounds of 
and relations between physical quantities measured by sensors and op-
timize target application based on the information. MANIC [23] intro-
duces a low-power vector-dataflow architecture. Recent work explores 
using large language models for code optimization [24].

Empirical studies also show compiler optimizations can affect bat-
tery life. Fernandes et al. [25] find that dynamic voltage and frequency 
scaling (DVFS) combined with compiler tuning can lead to 4% addi-
tional energy savings. Compiler autotuning frameworks like Milepost 
GCC [26] and COBAYN [27] demonstrate practical energy gains.

However, many of these approaches are coarse-grained and over-
look bit-level redundancies in data movement. On the other hand, 
this work addresses this gap by statically analyzing the bit usage to 
minimize data widths, specially targeting ultra-low power processors 
operating on narrow data paths.

Similar to this work, some existing work studies bit width-aware 
compilation based on the motivation that using narrow-width data 
can reduce switching activity and redundant computation [28]. Zhang 
et al. [29] apply bit-level optimization to FPGA synthesis, achieving up 
to 30% logic reduction.

6.2. Bit-level compiler analysis

Some existing work [30,31] conducts bit-level compiler analysis to 
examine reliability against soft errors or track bit values at static time.

Ko et al. [30] propose Bit-level Error Coalescing (BEC) analysis to 
improve reliability against soft errors by tracking the semantic effects of 
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Fig. 9. Total compilation times of the original and optimized binaries for each benchmark.
individual bit corruptions. The proposed analysis enables fault injection 
pruning and vulnerability-aware instruction scheduling on top of the 
LLVM compiler framework. While their method also performs bit-level 
analysis, it focuses on reliability, whereas this work targets code size 
and memory efficiency in constrained embedded systems. This work 
applies bit usage analysis to enable bit-width reduction considering 
narrow data paths.

The LLVM compiler framework [8] includes a built-in analysis 
called KnownBits [31], which tracks known zero and one bits in values, 
mainly used for constant folding and instruction selection. Since its 
fundamental goal is to track bit-level values, it cannot track bit-level
usage. For example, when a value is loaded, it can only tell that all bits 
are unknown, without analyzing the further usage of the bits through 
the data flow. That is, unknown bits cannot be assumed to be used, 
as their usage depends on how the value is consumed in subsequent 
computations. Therefore, the analysis cannot provide precise informa-
tion about bit-level usage. In contrast, the proposed analysis propagates 
bit usage across the dataflow graph, identifies dead bits, and enables 
optimizations like data width reduction, which is not possible with 
the KnownBits analysis. That is, the target of the proposed analysis 
is fundamentally different from that of KnownBits, enabling different 
types of optimizations.

7. Conclusion

Ultra low-power embedded systems generally employ microcon-
trollers that operate on data widths of 8 or 16 bits at the microarchi-
tecture level. If software developers do not carefully consider the data 
widths during programming, the resulting programs may be subopti-
mally optimized for these ultra low-power systems. To address this is-
sue and enable more efficient low-power computing, this work proposes 
novel bit-level compiler optimizations. These optimizations analyze 
how each individual data bit is utilized within a program to determine 
the optimal operation width. Consequently, the proposed compiler 
reduces unnecessary data movements and computational overhead on 
ultra low-power processors. This compiler approach has been imple-
mented using the LLVM compiler framework and evaluated through 
simulations on a processor simulator.
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